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ABSTRACT

Multi-agent systems (MAS) are efficient solutions for commercial applications such as robotics, business commerce applications, information retrieval and search engines. In MAS, agents are usually designed with distribution of functionality and control. Lack of central control implies that the quality of service of MAS may be degraded because of possible unwanted behavior at runtime, commonly known as emergent behavior. Detecting and removing emergent behavior during the design phase of MAS will lead to huge savings in deployment costs of such systems. Effective and efficient design validation of MAS requires the development of systematic and automated methodologies to review MAS design documents. Although the increasing demand for MAS in the software industry has led to the development of several Agent Oriented Software Engineering (AOSE) methodologies, the AOSE methodologies usually do not fully cover monitoring and testing. In this paper, a technique to help MAS developers verify, test and monitor MAS design is introduced. This method uses MAS analysis and design artifacts created by the MaSE AOSE methodology. In this technique, design artifacts of MaSE are converted to scenario-based specification, which is very similar to UML’s sequence diagrams. Then the specifications are used to analyze the system for validating the design of MAS and ensuring the lack of emergent behavior.
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1. INTRODUCTION

In software engineering, a practical approach for software development is describing system requirements using scenarios [1] (including variations aka. user stories [2], UML’s sequence diagrams [3] and message sequence charts [4]). A scenario is a temporal sequence of interaction events (i.e. messages) among system components (processes, actors or agents). Scenarios describe how system components work concurrently and interact in order to provide system level functionality. In a scenario the assumptions on how time is represented determine a partial ordering of events [4]. Each scenario is like a window where only a part of interaction among components is visible. A component may participate in several scenarios. Consequently, a mechanism to represent the behavior of each component as a single entity is needed. This is called behavior modeling and is usually represented by a state machine [3]. The system behavior, in turn, will be the concurrent execution of the components' state machines. Although handy and expressive, scenario-based specification and behavioral modeling based on it are prone to subtle drawbacks including incompleteness and partial description.

The main concern of this research is the emergent behavior that can arise when behavior model of a system with multiple components is synthesized from its scenario-based specification. The emergent behavior can be analyzed and detected in two different ways: (1) focusing on a component's behavior, emergent behavior may arise from the merger of partial specification that the component participates in; (2) focusing on the system behavior, emergent behavior may arise depending on assumptions and the technique used in the behavior synthesis process. In this work the artifacts produced by the Multi-agent Software Engineering (MaSE) methodology [5] are used. MaSE is a detailed and popular approach for the analysis and design of MAS. This methodology utilized several diagrams and models resembling the standard Unified Modeling Language (UML) to describe the architecture-independent structure of agents and their interactions.

A contribution of this paper is devising an algorithm to extract scenarios that make up the overall functionality and behavior of the MAS from MaSE models. Having access to the scenario-based specifications of MAS is considered greatly valuable as not only scenarios are an efficient way to describe system’s requirements and behavior, but they can also be used to examine
the system for possible design faults such as emergent behavior. In this research a systematic approach is proposed to extract scenarios from MaSE analysis and design artifacts. These scenarios are then used to examine the design of the MAS. In this paper, a software system to verify the design of MAS by employing the proposed technique is also presented.

2. METHODOLOGY
Among the MaSE models [5], this research uses the sequence diagrams in the "Applying Use Cases" step from the analysis phase of MaSE along with the "Agent Class Diagrams" from the design phase of MaSE to construct the partial scenarios. This is since the role sequence diagrams of the "Applying Use Cases" step of MaSE contain the conversations among roles assigned to each agent [5].

2.1 Extracting Scenarios from MaSE Models
The above mentioned MaSE models are then used to construct scenarios for the system under construction. The approach for extracting scenarios in the form of message sequenced charts (MSCs) from the MaSE models is as follows: Each role sequence diagram is searched for the roles which are listed in the same agent class shown in the agent class diagram. Following this all of the roles in each role sequence diagram are categorized based on their agent. Thus each category corresponds to an agent class of the agent class diagram and the messages which it exchanges with other categories are recognizable. From these two models an MSC can be generated which would display the recognized messages between each two categories.

2.2 Behavior Modeling and Detection of Emergent Behavior
Upon extracting Scenarios in the form of MSCs from MaSE models, they are used to model the behavior of the system. For an agent \(i\) of in an MSC \(m\), a state machine [6] can be constructed. The behavior of agent \(i\) is modeled by the parallel execution of all resulted constructed state machines for \(i\). Emergent behaviour occurs when there exists a state, in which the agent becomes confused as to what course of action to take. This happens when identical states exist in the resulted state machine for agent \(i\) obtained through behavioural modelling [6]. State value calculations are conducted based on the principle of semantic causality [6]. Semantic causality approximately means that (a) a receive event cannot happen without having its corresponding send event happened before; and (b) an event cannot happen until all the causal predecessors of it have been accomplished [6].

3. DESIGN VERIFICATION TOOL
The devised methodologies devised in this research have been automated in a software tool. In the development of this software, there were two major concerns: scalability and usability. As there is still a vast amount of research remaining in this area, it is essential for this tool to be modular and scalable. To comply with this requirement this tool was built on the two pillars of encapsulation and parallel execution. Since this tool is developed to increase the efficiency of the development life cycle, it is highly desirable that it is easy to use. To incorporate the usability of the tool, an easy to follow graphical user interface has been developed (Figure 1) which closely represents the logical follow of the developed methodology.

4. CONCLUSIONS
Many failures in distributed systems are caused by subtle design faults introduced in the requirement elicitation and design phases of the software development life cycle. Detection of failures and removal of faults during field use of a system is about 20 times more expensive than detection and removal in the requirement and design phase [7]. The main objective of this research is to recognize potential design flaws that might lead to run time problems in distributed systems by analyzing the system requirements. However manual review is not always a feasible method to detect all the design faults due to the scale and complexity of the system. In this research we have devised techniques and developed a software tool to automate the requirements and design review of MAS and detect a subset of unwanted run time behaviors. For future work extending the proposed methodology to a comprehensive framework for model based analysis and testing of distributed software systems is intended. Furthermore, this technique can be modified to take the UML’s sequence diagrams as input and thus incorporate the analysis and design of distributed object oriented systems. As the developed tool closely follows the principle of encapsulations and modularization, it is intended to add the future results of this research to this tool upon completion.
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