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1. MOTIVATION

Nowadays multi-robot system getting more and more deployed in industrial settings. The usage of such a system is motivated by the fact that it allows flexible solutions which scale well with the current work load. One example of such a multi-robot system is a fleet of transport robots in a warehouse. The use of planning and scheduling algorithm allow such a fleet to maximize the throughput in the warehouse with a minimum of interference. To maximize the utility of such systems they have to operate on a 24/7 basis. Therefore, these systems need to show a high degree of dependability.

The multi-robot system we are addressing in this work is motivated by a real industrial use case of a fleet of transport robots in a warehouse. The robots execute transportation tasks which are assigned to them in an automated way. To perform this transportation task without interference within the fleet and to respect operational restrictions of the environment a hierarchical planning approach is used [5]. The approach uses traffic areas which are defined by the user to model the allowed behavior of a robot within a particular area of the environment. This is done by treating areas like shared resources with different options for their utilization.

A proper functioning of the navigation component is crucial for the dependability of the complete robotic fleet. Thus to ensure the high degree of dependability one needs to take proper measurements during the complete life cycle of this component. One way which allows to treat all phases of the development in a unified way and offers the possibility of a high degree of automation is model-driven engineering [2]. To apply the idea of model-driven engineering to autonomous robots one can follow the idea outlined in [7]. The authors propose to use model-based techniques during the life cycle of the robot ranging from model-based testing to model-based supervision. With the help of model-based techniques tedious tasks such as testing and supervision can be automatized. In this paper we will outline how to address the problem of properly testing the system using a model-based testing approach [9, 10].

In order to show how to model the robotic fleet and how to derive a test case from this model we will use a simple running example which is a simplified version of the robotic fleet from the warehouse. The environment of the robotic fleet is divided into several convex areas which are disjoint. Each of this traffic areas may be of a certain combination of types which restrict its utilization. The following types of a traffic area are possible: (1) forbidden area, (2) one-way area, and (3) single robot area. An area which is a forbidden area forbids any robot to be within this area. A one-way are restrict the direction to moving within this area to one predefined direction. A single robot area allows only one robot to be within this area at any time.

To ensure that the robotic fleet traverses the environment efficiently while respecting the restrictions of the areas a central server is used. This central server distributes the current environment map and manages reservations of robots for certain areas. These reservations are used to coordinate the robotic fleet by enforcing that the robot needs to reserve every area it traverses. In the navigation scenario the robot needs to properly move from a given start location to a defined end location. This is done by considering the reservations and the environment map. As the robotic fleet should operate efficiently each robots needs to plan the fastest path through the environment respecting all the reservations. Thus the robot may need to take a detour if it is faster than waiting until it is allowed to enter a certain area.

2. MODEL-BASED TEST CASE GENERATION

As we want to automatically derive test cases we will use model-based testing. This requires that we have a model of the desired behavior of the robotic fleet and its environment. As a model we use a set of constraints $C_{\text{domain}}$. The set is the composition of three different sets of constraints $C_{\text{domain}} := C_{\text{map}} \cup C_{\text{path}} \cup C_{\text{reserve}}$. $C_{\text{map}}$ describes the environment of the robot in a topological way. The environment consists of $n$ areas $A := \{A_1, A_2, ..., A_n\}$, which are vertices in a labeled directed graph $G := (A, E)$. The set $E$ describe the set of edges in the graph and describe the possible transitions between areas. As each area in the environment has a subset of types as-
singed to it we use the function \( \text{type} : A \rightarrow 2^T \) to represent this mapping. Besides the constraints which are imposed by the type we need to impose constraints such that the graph can be drawn on a plain using only convex polygons. A graph which can be drawn on a plain needs to be at least planar [8] but with the additional restriction to convex polygons further constraints need to be applied [3].

\( C_{P\text{ATH}} \) describes the path the robot takes through the environment. A path is defined as a sequence of area transitions (edges) in \( G : P = \{(s_i^0, a_i^0), (s_i^1, a_i^1), \ldots, (s_i^{k-1}, a_i^{k-1})\} \) with \( (s_i^0, a_i^0) \in E \) and \( \forall i = 0, k - 1, a_i = a_{i+1}^* \). As the robot needs to find the fastest path one assigns to each path a traversal time through the function \( \text{travel}(P) = \sum_{i=0}^{k-1} \text{travel}(s_i^i, a_i^i) + \text{wait}(a_i^i, a_i^{i+1}) + \text{enter}(a_i^i, a_i^{i+1}) \). \( \text{leave}(a_i^i, a_i^{i+1}) \) defines the time it takes to leave area \( a_i^i \) towards area \( a_i^{i+1} \). \( \text{wait}(a_i^i, a_i^{i+1}) \) defines the time the robot needs to wait till it can enter the area \( a_i^{i+1} \) from area \( a_i^i \). \( \text{enter}(a_i^i, a_i^{i+1}) \) defines the time it takes to enter area \( a_i^{i+1} \) from area \( a_i^i \). As the robot needs to move as fast as possible we use the fastest path defined as \( P^* \forall P \neq P^* \rightarrow \text{travel}(P^*) \leq \text{travel}(P) \).

\( C_{R\text{ESERVE}} \) describes the constraints imposed by the reservations done by other. This is represented by the set \( I \) which describes which intervals are reserved by another. Each interval is a tuple \( I := (a, t_s, t_e, r) \) where \( a \) represents the reserved area, \( t_s \) describes the start time, \( t_e \) the end time, and \( r \) the reserving robot. To describe the constraints on the usage of the different traffic areas with respect to the type of the area we use Allen’s interval algebra [1].

Beside the domain of the robot \( C_{D\text{OMAIN}} \) we use an additional set of constraints \( C_{C\text{RITERIA}} \) to describe which test case should be derived. This description allows to steer the test case generation into a certain direction. One could for example derive a test case which forces that the path starts in an area of type 'single robot' through the constraint \( T_{\text{single robot}} \in \text{type}(a_i^i) \).

Combining the two constraint sets \( C_{D\text{OMAIN}} \) and \( C_{C\text{RITERIA}} \) the test case can be derived automatically by solving the resulting CSP. Unfortunately, due to the complexity of the resulting constraint problem one cannot use a standard constraint solver to derive a test case. Instead we split up the problem into three steps and solve the subproblem with a standard constraint solver separately. The method to derive a test case is depicted in Figure 1. In order to ensure that the graph can be realized in an environment we use a seed graph (Figure 1(a)). This graph specifies which areas and connections are possible. The environment is now derived by assigning to each area a type and choosing the connections according to the constraints of the environment (Figure 1(b)). After creating the environment, a start and end area is determined such that the constraints from the test case criteria which concern the area traversal are fulfilled (Figure 1(c)). Finally, the intervals are generated to ensure that the test case criteria are fulfilled (Figure 1(d)). If one of the steps fails a back tracking is performed and an alternative solution from the previous step is used to derive the test case.

3. EVALUATION AND CONCLUSION

We implemented the outlined system using the programming language Java and the CSP solver library Choco [6]. The test case generation for the experiments ran on an i5 with 8GB of RAM running Ubuntu 14.04 and Java 1.7. The generated test cases where used to test the multi-robot navigation system proposed in [5]. To perform this tests a test suite comprises 14 test cases where the generation took 1.6 seconds on average. Using this test suite 68.14% of the lines of code of the complete navigation system were covered. Moreover, 31.07% of the branches of the complete navigation system were tested. Most of the not covered lines of code and branches were either used to cover cases of dynamics in the environment which we have ignored for simplicity during the test case generation or were used to cope with faults in the configuration or communication with other software components.

To further check if the generated test cases can detect a fault we created 92 mutated versions of the navigation system following the idea of mutation testing [4]. 98.92% of these mutated versions were correctly identified to be faulty. Thus the test suite has a high chance to detect real implementation flaws. Additionally, during the execution one flaw in the implementation was found causing an illegal memory access.

With the method outlined in this paper it is possible to automatically generate a test suite which tests the navigation system of a fleet of transport robots. Due to a divide and conquer approach the generation of the test cases is done in reasonable time allowing to simply create new tests if necessary. To steer the test case generation, the method uses a test case criterion which is described with the help of constraints in an abstract manner. For simplicity the method only specifies the behavior of the system for a static environment. To extend the method to dynamic changes is left for future work.
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