Programming Agent-based Mobile Apps: The JaCa-Android Framework
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ABSTRACT
A relevant application domain for agent-based software is given by smart mobile applications. In this context, the impressive progress of technologies makes it possible to explore the use of agent-oriented programming languages and frameworks based on cognitive architectures. Accordingly, here we provide a description of JaCa-Android, a framework based on the JaCaMo platform that allows for designing and programming smart mobile apps using BDI-based cognitive agents within the A&A conceptual model.
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1 INTRODUCTION
In the literature, relevant application domains for agent-based technologies and multi-agent systems (MAS) require the possibility to run software agents on mobile and wearable devices [15, 18, 19, 23]. Main examples include personal assistant agents [20], context-aware applications [3] and smart environments [26]. From an engineering point of view, the availability of frameworks that make it possible to exploit agent-oriented programming [27] and multi-agent programming [8, 9] to this purpose is a relevant issue. In fact, this would make it possible to exploit the level of abstraction and the effectiveness of agent programming languages and frameworks for these applications.

In this paper we present the approach used by JaCa-Android, an open-source agent-oriented framework1 to develop agent-based mobile apps. The JaCa-Android framework is based on the JaCaMo platform [6, 7]. Briefly, using JaCa-Android, a mobile app is designed as a personal assistant agent, based on the belief-desire-intention (BDI) architecture [30] and using the Agents and Artifacts (A&A) conceptual model [22] to design the mobile application environment and the user context. In the simplest case, a JaCa-Android mobile app can be designed and programmed as a cognitive BDI agent equipped with an environment providing the facilities to manage the user interface (UI), to access the user context and the device context, as well as to exploit the whole Android framework and services. Beyond the simplest case, the framework allows scaling in line with mobile app complexity, both by allowing the design of the app as a full-fledged JaCaMo MAS and by allowing for the integration of the mobile app with larger distributed multi-agent systems, eventually running on different nodes.

2 MOBILE APPS AS AGENTS
The main objective of the JaCa-Android framework is to provide an effective agent-oriented approach in designing and programming mobile apps, to support the development of agent-based applications on mobile (and wearable) devices. Among others, main features of JaCa-Android are:

- to provide a proper (agent-oriented) level of abstraction in modelling and exploiting the mobile environment, hiding as much as possible low-level details concerning the Android context yet retaining the full power of its functionalities;
- to scale with complexity, that is provide an API that would make it possible to implement simple tasks/programs by means of simple agents, and introducing complexity (multiple agents, complex environments) incrementally, by need;
- to support an easy and flexible integration with existing libraries/services/technologies available in the host (mobile) environment;
- to support a seamless integration within distributed MAS applications, running on heterogeneous systems communicating by means of the Internet network (so that mobile and wearable devices are one of the different subsystems).

To deal with these features, in JaCa-Android a mobile app is designed as a cognitive BDI agent explicitly conceived as a personal assistant of the user (despite the specific job/task/application logic of the app). Accordingly, the personal assistant agent can be designed in terms of goals, beliefs, and plans. To interact with the user and with the external world and to accomplish its goals, JaCa-Android provides the agent with a toolbox of predefined artifacts – besides the ones that the developer can implement using the CArtAgO programming model [24] – a trivial example is reported in Figure 1. Depending on the specific app needs, the agent can dynamically instantiate and work with a proper set of artifacts.

User Interaction and Context. The first aspect to consider when designing a personal assistant agent is how the agent can observe and interact with the user. At the basic level, the agent must be able to perceive/observe the user inputs and the user context, as well as to communicate with him. The user is part of the environment that the agent perceives. In our case, a developer needs strong flexibility in choosing what kind of user input/context could be
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1Available here: https://github.com/pslabunibo/jaca-android
relevant depending on the specific application. In our case, this flexibility is achieved by means of artifacts, that is: the agent can instantiate the proper artifacts, eventually at runtime, depending on what it needs to perceive. The agent-artifact interaction model mirrors the agent action and perception capabilities. An artifact provides a set of operations that can be conceived as actions on the agent side. So, by instantiating an artifact, the set of actions that the BDI agent can do is extended with the set of operations provided by that artifact.

Integration with the Device Context and Application Services. Like in the case of the user context, also device context and further application services provided by the mobile environment – being either from the Android framework itself or from applications installed on the device – can be modeled and accessed by properly designed artifacts. To interact with existing application services, artifacts can be used to wrap and hide low-level platform-dependent code for enabling interaction between different apps and make it possible to exploit services provided by one app from another app.

Scaling with Complexity. In JaCa-Android is possible to design the mobile app as a multi-agent system, involving more than one agent running on the mobile device, eventually sharing the mobile environment: this is obtainable by spawning the mobile app as a full JaCaMo system. Also, it is possible to consider the mobile app and the personal assistant agent as part of a larger distributed multiagent system. In this case, JaCa-Android allows the exploitation of the JaCaMo distributed infrastructure support that allows for an agent running on some device/node – so in its own MAS – to dynamically join and interact with an existing JaCaMo-based MAS.

3 JACA-ANDROID ARCHITECTURE

The JaCa-Android framework runs on top of a JaCaMo runtime, extending it with the required abstractions to make it possible the design and the execution of MASs over the Android platform. In Figure 2 an abstract representation of the complete framework is reported, starting from the Android Framework. The JaCaMo runtime actually is based on Jason runtime – running the BDI agents – and CArtAgO runtime – managing the artifact-based environment [6, 7]. Like in the case of JaCaMo, the JaCa-Android runtime is fully Java-based and runs as a normal Android app.

Generally speaking, the JaCa-Android framework can be used as a general purpose framework for developing and running multiagent systems on the top of the Android platform. Besides this general view, the framework has been explicitly designed to facilitate the development of personal assistant agents, running on mobile (and wearable) devices. To this purpose, the framework provides a layer of artifacts with functionalities useful to support context-awareness. Two main examples are BasicContext and DeviceContext artifacts. The first one allows agents to get information about the user context, including where the user is located (i.e. the geo location obtained by the GPS), what the user is looking at (obtained by the device camera), to mention two main ones. The second one allows agents to observe changes in device sensors values, e.g., changes in the orientation (given by the accelerometer or the gyroscope), changes related to the light sensor, and so on.

4 RELATED WORKS

In the literature, several works have been proposed to enable the development of general-purpose mobile apps/systems using existing and well-known agent programming platforms. Agent-based technologies applied in the context of mobile computing started with mobile agent (MA) technologies [4, 10, 14, 16, 28]. First concrete examples in agent literature include 3APL-M [17]. In the context of the development of intelligent agents on mobile devices, we can cite the Agent Factory Micro Edition (AFME) [21] and the ANDROMEDA platform [1, 2]. Also, another attempt to combine agents and Android is the JADE-LEAP project [5, 29]. Finally, a work for porting the ASTRA agent-oriented language on the Android platform [25] is available for developing context-sensitive apps.

5 FINAL REMARKS

This paper offers a glimpse of the JaCa-Android framework in terms of (1) the approach proposed for the design of agent-based mobile apps, and (2) its internal architecture. This is an extended abstract of the full paper published at JAAMAS [13]. Finally, it is worth clarifying that JaCa-Android has been currently adopted in developing real-world case studies, both in the Healthcare domain [11] and Mixed Reality contexts [12], for evaluation purposes.
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